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ABSTRACT
Keeping an artifact, such as an industrial design document or a process description, compliant with a relevant standard or norm is a challenging task. A wide variety of organizations, ranging from software houses to defense contractors, are concerned with this problem, since norm compliance (or lack thereof) can have important technical and business related consequences for them. In this paper, we discuss a compliance maintenance approach for complex structured documents that we are currently developing at Fraunhofer IESE. At the heart of this approach lies our Evolyzer model comparison tool and its underlying model comparison approach, DeltaProcess.
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1. Introduction
Since the introduction of the diff utility in the early 1970s, the ability to compare program files has been strongly linked with one single application: software versioning. Consequently, it is not surprising that researchers working on model comparison often see model versioning and collaborative work on models as their only target applications. However, our experience in working with complex software process models at Fraunhofer IESE shows us that other applications of model comparison may be equally interesting, from both a practical and a scientific point of view.

In this paper, we discuss one such application, namely, compliance maintenance. In general, the problem of compliance maintenance can be described as guaranteeing that an evolving artifact (e.g., as in our case, a software process model) complies with the requirements and restrictions posed by a second artifact (usually a published standard or norm). People in a wide variety of organizations and areas of endeavor are faced with this problem on a daily basis. For example, almost every industrial product must comply with published industrial norms and regulations, which means that the corresponding specification and design artifacts must often be verified for compliance and kept in a compliant state through their evolution. Procedure manuals and process descriptions of different types are also often subject to a similar treatment.

Verifying compliance is usually a laborious manual process that, for cost reasons, cannot be performed for every version of an artifact. Consequently, having the ability to compare artifact versions can play a key role in reducing costs, since compliance verification can be restricted to the changed areas of the artifact.

In what follows, we describe our approach for compliance maintenance based on looking at different types of artifacts as models, and performing model comparison on them. Section 2 describes the compliance maintenance problem using software process models as an example. Section 3 presents our general approach to compliance management, whereas Sections 4 and 5 concentrate on the technical details of our current model comparison approach, and our planned implementation of compliance maintenance. We close the paper with a short discussion of related work, and a summary.

2. An Example of Compliance Maintenance: Software Process Models
In order to illustrate the compliance maintenance problem, we will rely on an example taken from our direct experience: maintaining complex software process descriptions compliant with software process standards.

2.1 Processes and Process Models
Informally, software processes can be defined as the set of activities performed by a group or organization to develop software systems. This comprises both technical and managerial activities, and involves a potentially large number of organizational and technical roles. During the last 25 years, the notion of software process has become increasingly important, since many modern approaches to software quality rely explicitly or implicitly on the assumption that the quality of software products is directly related to the quality of the processes used to develop them.

According to this view, in order to be able to predictably deliver high-quality products, an organization must reach a certain level of process maturity. Among other aspects, maturity involves a defined process, namely, a process that is documented and can be followed in a consistent, repeatable fashion for every software de-
velopment project. Defined processes are not only important for making software projects predictable, but, above all, for supporting improvement. The usual improvement cycle involves analyzing a defined process to look for improvement opportunities, changing the process accordingly, comparing the performance of the new process with that of its predecessor in order to determine if the changes were effective, and taking corrective actions in case they were not.

Since processes are intended to be followed by human beings, process descriptions are usually natural language documents. This does not mean, however, that they are simple. Indeed, software processes are typically very complex, and this necessarily calls for long and quite complex process descriptions, which must be highly structured in order to be useful. Also, the fact that they are used as reference documents requires the inclusion of a network of internal and external cross-references.

Since this complex internal structure is difficult to create and modify using a standard text editing program, some approaches to process definition use specialized tools to formalize a description's underlying structure. The formalized structure (e.g., activity and role hierarchies, relationships showing which roles are involved in which activities) is now used as a scaffold to hold (potentially large) text descriptions intended for human consumption. The advantage of such an approach is twofold. On the one hand, the use of natural language keeps the process description accessible to a wide audience, including users without a technical background. On the other hand, the formalized structure can be used to perform a number of automated and semi-automated checks that help guarantee internal and external consistency. We call a process description with an underlying formalized structure a process model.

2.2 Process Standards

Large software purchasers (governments, large companies) are often faced with the problem of guaranteeing the quality of the software they purchase. Low-quality software may have a significant negative impact on the performance of an organization, with the negative consequences becoming catastrophic if the software in question is mission- or life-critical.

One possible way to increase an organization's confidence in the quality of its software purchases is to ensure that software contractors follow sound software development practices. This can be done by defining a standard that states a set of minimum requirements that a sound software process should fulfill. A number of software process standards are currently available to organizations interested in improving the quality (maturity) of their processes, or evaluating potential software providers. Examples of widespread, general-purpose process standards are CMMI [1] and SPICE [2]. Many other standards exist that cover software development for specific areas of application.

Since the inception of the first general-purpose process standards at the beginning of the 1990s their use has been steadily increasing, to the point that many large companies and governmental institutions now require their software contractors to be compliant with specific standards. For this reason, companies offering software development services are often concerned with the problem of guaranteeing that their processes comply with the requirements imposed by one or more of these standards.

In order for a company to show that its processes are compliant, a so-called process assessment must be performed, where the process is thoroughly checked in order to determine the extent to which it fulfills the stated requirements. This is usually quite an involved procedure that must be performed by trained experts, and that implies significant time and highly-qualified labor investments for both the assessing team and the assessed software contractor. As expensive as it may be, this procedure is often necessary for a contractor to be able to do business with its potential customers.

2.3 Model Evolution and Compliance Maintenance

As long as a company's process descriptions are not changed, the results of any assessment based on them remain valid. Changes to the process descriptions, on the other hand, always involve the risk of breaking standard compliance. For this reason, companies that have already performed an expensive process assessment often try to refrain from changing their processes in the future. However, no process is perfect, and keeping a process unchanged in order to keep it compliant actually defeats the main purpose of documenting it, namely, improvement. In order to improve at all, a process must necessarily change. Companies are then faced with a difficult problem: either they keep their processes (or, at least, process descriptions) static, and miss any improvement opportunities, or they change their processes and incur the high costs of frequently assessing them for compliance. Clearly, none of these alternatives is entirely satisfactory. In practice, organizations often end up letting their actual processes deviate from the certified, written definition, a situation that leads to a host of problems of its own.

A similar problem arises when standards change. As soon as a new version of a standard is available, compliance to the new version must be reassessed. This often involves costs a software development company may not be able to avoid, because its clients will eventually start requiring compliance with the new version of the standard.

3. An Approach to Compliance Maintenance

The high costs associated with process assessments cannot be avoided completely. Since both process descriptions and process standards usually contain large amounts of natural language text, the assessment procedure absolutely requires trained human beings to interpret the meaning of these texts. For the foreseeable future, process assessments will remain manual- and labor-intensive. Nonetheless, the fact that we cannot dispense of human labor altogether does not mean that the current situation cannot be improved. In particular, when an already compliant process model is changed, we can assume that only the changed portions of the

Figure 1: Approach to compliance maintenance
model may have possibly broken compliance. By limiting (re)assessment to those changed portions, it is possible to achieve significant cost savings.

The previous idea leads us to the compliance management approach described below and sketched in Figure 1 (where the numbers enclosed in black circles correspond to the steps below):

1. Perform a manual compliance assessment.
2. Express the results of the assessment as a set of relationships connecting both models.
3. When a new version of the process description is available, compare it with the previous version.
4. Use the resulting set of differences (or delta, shown in the figure using the Δ symbol) to determine which of the compliance relationships (produced in step 2) may be affected by the changes.
5. Based on the results of the previous step, update the process model and/or the compliance relationships as necessary.

The viability of these steps deserves some discussion. Step 1 is a standard process assessment that must be performed manually as explained in the previous section. For step 2, the authors already have experience in formalizing compliance relationships for a large process model (as reported in [3]), so there are good reasons to expect this to be reasonably possible for most process standards. For the remaining steps, we expect our Evolyzer model comparison system to be able to support them to a large extent. The following sections cover this last point in more detail.

4. Evolyzer: A Tool For Model Comparison
This section describes the Evolyzer model comparison system, as well as its underlying DeltaProcess approach [4, 5] to model comparison. The goals of DeltaProcess can be summarized as follows:

- Operate on a variety of model schemata. New schemata can be supported with relatively little effort. Here, we understand schema as the set of entity and relationship types used by a model, as well as the set of restrictions that applies to them.
- Be flexible about the types of changes that are recognized and how they are displayed.
- Allow for easily specifying change types that are specific to a particular schema or to a particular application.
- Be tolerant of schema evolution, by allowing the comparison of model instances that correspond to different versions of a schema (this sort of comparison requires additional effort, though.)

These characteristics make the approach especially suitable for compliance maintenance. In particular, as discussed in Section 5, support for multiple schemata, and flexibility regarding the types of changes that are recognized play a key role when reestablishing compliance.

4.1 Comparison Approach
The DeltaProcess comparison approach that constitutes the basis of the Evolyzer tool can be decomposed into the following steps:

1. Convert the model instances into a normalized triple-based representation. We use the Resource Description Framework (RDF) for this purpose.
2. Perform an identity-based comparison of the resulting RDF models, to produce a so-called comparison model. This model corresponds roughly to the results of a simple comparison based on unique identifiers.
3. Find relevant changes by recognizing the corresponding change patterns in the comparison model.

4.2 The Resource Description Framework
DeltaProcess’ step 1 consists of expressing the models using the Resource Description Framework (RDF). RDF [6] was originally defined as a notation for describing resources in the World Wide Web. In actuality, however, it can be seen as a highly abstract metamodel for representing arbitrary sets of objects and their relationships.

RDF models are sets of so-called statements, each of which makes an assertion about the world. Statements are composed of three parts, called the subject, the predicate, and the object. The subject is an arbitrary, unique identifier of an entity. The predicate identifies an attribute of this entity or a relation the entity has with another entity. Depending on the predicate, the object contains either the value of the attribute, or the identifier of the entity pointed to by the relation. To illustrate this type of model representation, Figure 2 shows a small process model sample (top) and its corresponding RDF representation (bottom).

Our choice of RDF as the base notation for comparison may be controversial. It could be argued, for example, that the Meta Object Facility (MOF) would be a more appropriate choice. Our reasons for choosing RDF can be summarized as follows:

1. As already explained, RDF is a highly normalized notation, where attributes and relations are handled uniformly. This makes it easier to store and process models.

![Figure 2: A process model sample and a possible RDF representation for it.](image-url)
2. RDF is schema agnostic. Models with arbitrary sets of entity and relationship types can be expressed in RDF without restrictions.

3. It is generally inexpensive and straightforward to convert models to the notation.

4. Models do not lose their “personality” when moved to the notation. Once converted, model elements are still easy for human beings to recognize.

5. The results of a basic, unique-identifier-based comparison can be expressed in the same notation. That is, comparisons are models, too. Additionally, elements remain easy for human beings to identify even within the comparison.

6. We already have a standardized notation (SPARQL) [7] to express patterns in RDF graphs. With minimal adaptations, this notation is adequate for specifying interesting types of changes in a generic way. Our Evolyzer system provides an efficient implementation of a subset of SPARQL that is adequate for this purpose.

7. The tabular structure of RDF makes it possible to rely on standard (mature, inexpensive) relational database technology for storage and retrieval.

4.3 The Comparison Model

The second step in DeltaProcess corresponds to the construction of the so-called comparison model. Using the fact that RDF statements refer to the modeled entities by using unique identifiers, two versions of a model expressed as RDF can be efficiently compared to determine which statements are common to both versions, and which are exclusive to only one of them. For the comparison of two model versions A and B, we express the results of this comparison by constructing the union set of A and B, and marking the statements in it belonging to one of three subsets: statements only in A, statements only in B, and statements common to A and B. The resulting set, with the statements marked this way, is called the comparison model of A and B.

One central aspect of the comparison model is that it is also a valid RDF model. The theoretical device that makes this possible is called RDF reification, and is defined formally in the RDF specification. The main purpose of RDF reification is to allow for statements to speak about other statements. This way, it is possible to add assertions about the original model statements, telling which of the groups above they belong to.

```
select ?activity
where {
  graph comp:B {?activity rdf:type proc:Activity}
}

select ?product ?oldName ?newName
where {
  graph comp:AB {?product rdf:type proc:Product};
  graph comp:A {?product proc:name ?oldName};
  graph comp:B {?product proc:name ?newName}
}

select ?activity ?role ?roleName
where {
  graph comp:AB {?activity rdf:type proc:Activity};
  graph comp:B {?role rdf:type proc:Role .
    ?activity proc:involvesRole ?role .
    ?role proc:name ?roleName}
}
```

Figure 3: SPARQL queries describing some basic change types in process models.

4.4 Identification of Specific Changes

In most practical situations, comparison models are too large and detailed to be useful for direct human analysis. The main problem lies in the fact that most changes that human beings perceive as a unit potentially correspond to many added and/or deleted statements. For example, the change “product r2 was renamed from ‘Test Data’ to ‘Test Case’” corresponds in RDF to removing the statement (r2, name, "Test Data") and adding the statement (r2, name, "Test Case"). More complex changes, such as adding a new process entity, may involve a larger number of statements, and, for this reason, may be much more difficult to identify and interpret.

For this reason, a mechanism that makes it possible to automatically identify changes at a higher level of abstraction becomes necessary. In our approach, this mechanism is provided by the SPARQL RDF query language [7]. SPARQL queries are made up of a number of patterns that are intended to be matched to the statements in a model. When a pattern matches a statement, variables in the pattern are instantiated with the corresponding values from the matching statement. A result is returned for every possible combination of statements from the model that matches all patterns in the query.

Although a detailed description of SPARQL is outside the scope of this paper, Figure 3 shows three queries that are capable of identifying basic changes in a process model comparison (using a schema similar to that illustrated in Figure 2.) The first query identifies added activities, the second finds renamed products and returns their old and new names, and the third identifies activities with new involved roles, and displays the role names. These examples can give the reader an idea of the level of conciseness with which different change types can be described.

4.5 Technical Aspects

Our current implementation of model comparison was originally designed to work on large software process models. We have already accumulated extensive experience in working with the German V-Model XT [8] and its variants. For example, [9] shows the results of a study we performed using our tools that analyzes the changes that happened to the V-Model XT over a history of 600 versions. Converted to RDF, a recent version of the V-Modell contains over 13.000 statements that describe over 2000 different entities and their relationships. Many useful comparison queries on models of this size (identification of specific changes as illustrated above) run in under 5 seconds on a modern PC.

The current system is written in the Python programming language, and relies on the MySQL database management system for storage and retrieval. Queries in the SPARQL language are translated into SQL queries (based on an ad-hoc database schema that stores RDF triples in “triestore” style) and executed in the database. The results from the database are then postprocessed to produce SPARQL results.

The database format is specially optimized for comparison. When initially read into the system, models are indexed in such a way that comparisons are more efficient in the future. Also, statements common to many versions are stored only once for space efficiency. Comparison models are then directly calculated by the database and cached for future use, if necessary. We have worked with databases containing relatively large numbers of model versions (over 600 for the case presented in [9]) with reasonable time and space performance.
4.6 Limitations
In order to operate properly, the Evolyzer system requires model entities to have unique and stable identifiers. Identifiers are unique when, given an identifier, there is at most one entity in the model that has it. They are stable when entities are guaranteed to keep their identifiers if the model is changed (this could also be said to be a property of the editing tools and not of the model itself). The lack of any of these properties leads to difficulties when converting models to RDF. In particular, the lack of stability would make the results of a statement-based comparison worthless, since it would be impossible to reliably identify the statements that speak about the same entity in two versions of a model.

We have found this limitation to be less problematic in practice than it may sound in theory. Since identifier uniqueness and stability are useful for a number of purposes lying beyond model comparison, many common model formats and their corresponding modeling tools actually support them. Currently, we have no experience with models for which this is not the case, but we think it would be possible to handle many of these cases by combining our approach with one that matches entities using heuristics, such as SiDiff [11].

Another limitation is related to the fact that certain types of changes may correspond to patterns that cannot be expressed as SPARQL queries (e.g., they have a recursive structure) or that, even if they can be expressed, lead to low-level queries that are very hard to optimize. Since we are dealing here with the intrinsic complexity of models and model changes, this is a general problem that will probably affect every single model comparison approach in one way or another. Proper optimization of model data retrieval remains an open research problem.

5. Towards a Compliance Management Implementation
We believe that the Evolyzer system, as described in the previous section, can be effectively used to support the compliance maintenance approach outlined in Section 3. In the following, we go through the steps of the compliance maintenance approach and explain why we think that they are properly covered.

The first two steps (manual compliance assessment and formalization of the compliance relationships) can be seen as a single one for support purposes. We envision a user interface (based on the Evolyzer system) that makes it possible for assessors to browse both the standard and the assessed artifact, and add compliance relationships connecting them as necessary. In order for this interface to be viable, it must be possible to store the standard, the assessed model, and their compliance relationships within Evolyzer. Although most of our work so far has concentrated on the V-Modell XT, the fact that Evolyzer uses RDF as its internal representation makes it schema-neutral (see Section 4.2). Evolyzer has been used successfully to store models based on a variety of schemata, ranging from UML class diagrams to industrial models for the car manufacturing industry. This leads us to believe that we can handle many practical standards and artifacts successfully.

Furthermore, the compliance relationships can also be modeled naturally using RDF, and stored in the model database together with the models they refer to.

Step 3 (comparison of two model versions) corresponds to the main purpose of the Evolyzer system. One potential problem in this step would be the lack of unique or stable entity identifiers in the models. As suggested in Section 4.6, this problem could be handled by matching nodes through other techniques, such as applying matching heuristics.

Comparison queries can be used to support step 4 (identify compliance relationships affected by changes). Concretely, queries can be written to identify changes that are directly connected to compliance relationships, for instance, “find all process products whose description was changed and that correspond to an artifact required by the standard” or “determine if any activities were deleted that used to fulfill a requirement from the standard”. Notice that these queries involve elements from the concrete model, the standard, and compliance relationships.

It is also possible to use comparison queries to exclude changes that do not affect compliance. For example, some areas of a process model might not be related to compliance with a particular standard, and they could be excluded when maintaining compliance with that standard. This can be achieved by relying on existing compliance relationships: areas of the process (or particular changes) that cannot be tied to a compliance relationship can be safely excluded from analysis. It is important to point out that this type of identification of potential non-compliant regions also has some risks. In particular, assessors may “overtrust” the system, and fail to notice problems because they are not immediately evident from direct change analysis. We must evaluate our approach empirically to find practical ways to mitigate this risk.

The final step (updating the model and/or compliance relationships to reinstate compliance) is mainly a manual step. Still, model comparison can be used to make sure that no changes fall outside the scope of the compliance related activities.

We are currently working on an initial implementation of these ideas, and expect to have a prototype available for demonstration at the time this workshop takes place.

6. Related Work
Several other research efforts are concerned, in one way or another, with comparing model variants syntactically, and providing an adequate representation for the resulting differences. Most of them concentrate on UML models representing diverse aspects of software systems. Coral [10], SiDiff [11], UMLDiff [12] and the approach discussed in [13], deal with the comparison of UML models. Although their basic comparison algorithms are applicable to our work, they are not concerned with providing analysis or visualization for specific use cases. Additionally, FUJABA [14] manages model versions by logging the changes made to a model during editing, but is not able to compare arbitrary model instances. Models must also be edited with the FUJABA tool in order to obtain any useful change information.

Mens [15] presents an extensive survey of approaches for software merging, many of which involve comparison of program versions. The surveyed works mainly concentrate on automatically merging program variants without introducing inconsistencies, but not, as in our case, on identifying differences for analysis. The Delta Ontology [16] provides a set of basic formal definitions related to the comparison of RDF graphs. SemVersion [17] and the approach discussed by [18] are two systems currently under development that allow for efficiently storing a potentially large number of versions of an RDF model by using a compact representation of the raw changes between them. These works concentrate on space-efficient storage and transmission of change sets, but do not go into depth regarding how to use them to support higher-level tasks (such as process improvement).
Regarding compliance, a number of existing commercial tools support traceability in the software realm, particularly with respect to requirements. One example is the well-known Doors tool [19] for requirements management. We are not aware of any approaches that combine model comparison and traceability in the way we are proposing in this paper.

7. Summary

Showing that artifacts (such as software processes) comply with a given standard is an expensive, labor-intensive task. For this reason, companies often tend to keep already compliant process descriptions unchanged, missing valuable improvement opportunities that could reduce risks and costs and significantly increase software product quality. In this paper, we proposed an approach that may strongly reduce the amount of work—and, consequently, the cost—necessary to keep a model compliant. This approach is based on comparing model versions in order to isolate changes, and then focuses on how these changes may have broken compliance. Since, in most cases, the size of changes will be significantly smaller than the size of the complete model, we think that this approach has the potential of saving a significant amount of work, and thus radically reducing compliance maintenance costs. In order to test these assumptions, we are now making progress towards a practical implementation of the ideas exposed here. We are currently building a working prototype that we plan to present at the CVSM08 workshop.
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